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A B S T R A C T

Block-based programming languages are becoming increasingly common in introductory com-
puter science classrooms across the K-12 spectrum. One justification for the use of block-based
environments in formal educational settings is the idea that the concepts and practices developed
using these introductory tools will prepare learners for future computer science learning op-
portunities. This view is built on the assumption that the attitudinal and conceptual learning
gains made while working in the introductory block-based environments will transfer to con-
ventional text-based programming languages. To test this hypothesis, this paper presents the
results of a quasi-experimental classroom study in which programming novices spent five-week
using either a block-based or text-based programming environment. After five weeks in the in-
troductory tool, students transitioned to Java, a conventional text-based programming language.
The study followed students for 10 weeks after the transition. Over the course of the 15-week
study, attitudinal and conceptual assessments were administered and student-authored programs
were collected. Conceptual learning, attitudinal shifts, and changes in programming practices
were analyzed to evaluate how introductory modality impacted learners as they transitioned to a
professional, text-based programming language. The findings from this study build on earlier
work that found a difference in performance on content assessments after the introductory
portion of the study (Weintrop & Wilensky, 2017a). This paper shows the difference in con-
ceptual learning that emerged after five weeks between the block-based and text-based condi-
tions fades after 10 weeks in Java. No differences in programming practices were found between
the two conditions while working in Java. Likewise, differences in attitudinal measures that
emerged after working in the introductory environments also faded after 10 weeks in Java, re-
sulting in no difference between the conditions after 15 weeks. The contribution of this work is to
advance our understanding of the benefits and limits of block-based programming tools in pre-
paring students for future computer science learning. This paper presents the first quasi-experi-
mental study of the transfer of knowledge between block-based and text-based environments in a
high school setting. The lack of significant differences between the two introductory program-
ming modalities after learners transition to professional programming languages is discussed
along with the implications of these findings for computer science education researchers and
educators, as well as for the broader community of researchers studying the role of technology in
education.
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1. Introduction

Block-based programming is quickly becoming the way that younger learners are being introduced to the field of computer
science (Bau, Gray, Kelleher, Sheldon, & Turbak, 2017). Led by the popularity of tools such as Scratch (Resnick et al., 2009), Blockly
(Fraser, 2015), and Alice (Cooper, Dann, & Pausch, 2000), millions of kids are engaging with programming through drag-and-drop
graphical tools. For example, Code.org's Hour of Code initiative, which includes dozens of activities that incorporate block-based
programming, has recently surpassed 500 million “hours served” and has reached learners in every country on the planet (Code.org,
2017). This highlights how the excitement around computer science is a global phenomenon. Due in part to the success of such tools
and initiatives at engaging novices in programming, block-based programming environments are increasingly being incorporated into
curricula designed for high school computer science classrooms. Examples of such curricula include Exploring Computer Science
(Goode, Chapman, & Margolis, 2012), the Computer Science Principles project (Cuny, 2015), and Code.org's curricular offerings
(Code.org Curricula, 2019).

Many uses of block-based tools in formal educational contexts presuppose that such tools will help prepare students for later
instruction in text-based languages (Armoni, Meerbaum-Salant, & Ben-Ari, 2015; Brown et al., 2016; Dann, Cosgrove, Slater, Culyba,
& Cooper, 2012). This transition is often a part of the larger computer science trajectory where block-based introductory courses are
intended to prepare students for the transition to professional, text-based languages. This can be seen in how the transition has been
studied to date (e.g. Armoni et al., 2015; Dann et al., 2012; Powers, Ecott, & Hirshfield, 2007). This assumption was also echoed by
the high school students who participated in the study presented in this work, who made statements such as “[block-based pro-
gramming] is a good start, then once we know the commands and everything, we can move on to Java” and “[block-based programming] is
getting us ready for what we're going to be doing”. While work has been done focusing on learning that happens while using block-based
tools (e.g. Franklin et al., 2017; Grover & Basu, 2017; Weintrop & Wilensky, 2015a), less work has rigorously tested the transition
from block-based introductory tools to text-based languages in formal settings (Blikstein, 2018; Shapiro & Ahrens, 2016). A sys-
tematic review of the literature on the role of visual programming concluded that there is uncertainty concerning the effectiveness of
block-based languages when looking beyond introductory contexts (Noone & Mooney, 2018). This question is of great importance
given the growing role of block-based tools in K-12 education around the world and their impact on the teaching and learning of
computer science (Blikstein, 2018; Caspersen, 2018).

This paper seeks to understand if and how the modality used (block-based versus text-based) prepares learners for conventional
text-based languages. This line of inquiry is consequential for both the research community as it is an open question that can inform
future research on design and learning, as well as practitioners who are tasked with making decisions around learning environments
and pedagogy in their classrooms every day. More specifically, this paper answers the following research question:

In high school introductory computer science classes, how does the modality used for introductory programming instruction
(block-based versus text-based) impact learners when they transition to a professional text-based programming language?

This paper presents the results of a quasi-experimental study designed to answer this question. The study took place in two high
school computer science classrooms and compares isomorphic block-based and text-based programming environments. Students
spent five weeks working in either a block-based or text-based version of the same introductory programming environment before
transitioning to Java. The same teacher taught both classes and students in each condition used the same curriculum and had the
same time-on-task. The findings from the first five weeks of the study are reported in (Weintrop & Wilensky, 2017a). This work is a
continuation of that paper, specifically focusing on what happened after leaving the introductory environments and moving to Java.
To understand how the design of introductory tools prepare learners for programming in professional programming languages, we
present comparative outcomes of content assessments, attitudinal surveys, and investigate programming practices that emerged after
the transition to Java.

2. Prior work

2.1. Block-based programming

Block-based programming is a visual programming paradigm that utilizes a programming-primitive-as-puzzle-piece metaphor to
make the act of programming more accessible and intuitive for novices (Bau et al., 2017; Good, 2018). The block-based programming
approach is becoming increasingly widespread. Duncan, Bell, and Tanimoto (2014) reviewed 47 introductory programming en-
vironments and found 28 of the environments used the block-based approach to programming, including 19 of the 24 environments
designed for learners under the age of 8. Writing a program in a block-based programming environment takes the form of snapping
together commands by dragging-and-dropping them next to each other. Block-based programming environments include several
features designed to facilitate the act of programming (Maloney, Resnick, Rusk, Silverman, & Eastmond, 2010; Tempel, 2013). For
example, the visual depiction of a block provides cues denoting how and where a given command can be used. Those visual cues are
also used as a means of enforcing syntactic rules, preventing incompatible or incorrect statements from being combined to create
invalid statements. In this way, the block-based modality prevents syntax errors during program construction but retains the practice
of authoring programs instruction-by-instruction. Block-based programming environments also support the programmer by pre-
senting the available commands in easily-browsed and logically organized drawers, a feature identified by learners as easing the
barrier to programming (Weintrop & Wilensky, 2015b). Collectively, these features provide a rich web of supports for novices to draw
on making them a compelling way to introduce novices to programming (Kölling & McKay, 2016; Weintrop & Wilensky, 2017b).

Research looking at the use of block-based programming environments in introductory K-12 educational contexts is showing it to
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be an effective way to introduce novices to foundational programming concepts. At the upper elementary level (ages 10–14), block-
based tools are an effective way to make programming concepts accessible to younger learners when provided a developmentally
appropriate curriculum (Franklin et al., 2017; Hill, Dwyer, Martinez, Harlow, & Franklin, 2015; Howland & Good, 2014; Meerbaum-
Salant, Armoni, & Ben-Ari, 2010). After teaching a computer science curriculum to upper elementary school learners, Grover at al.
(2015) found block-based programming to be a productive way to introduce learners to foundational computing concepts and
develop important computational thinking skills such as algorithmic thinking. Comparative studies between block-based and text-
based environments with students in this age group found that learners perform comparably or better in the block-based condition
and complete assignments more quickly (Lewis, 2010; Matsuzawa et al., 2015; Price & Barnes, 2015, pp. 91–99). At the high school
level, a comparative study found that students perform better on concept assessments after working in block-based tools compared to
isomorphic text-based alternatives after five weeks of instruction (Weintrop & Wilensky, 2017a). Collectively, this work supports the
decision of using block-based programming modality in K-12 classrooms.

Along with conceptual gains, block-based programming environments have been shown to have positive impacts with respect to
motivation, attitudes, and engagement for K-12 learners. This has been found across a number of programming environments in-
cluding Scratch (Malan & Leitner, 2007, pp. 223–227; Resnick et al., 2009; Ruf, Mühling, & Hubwieser, 2014, pp. 50–59), Snap!
(Garcia, Harvey, & Barnes, 2015), and Alice (Kelleher, Pausch, & Kiesler, 2007; Kelleher & Pausch, 2007). It is also important to note
that the block-based approach to programming has been successful at engaging novice programmers from historically under-
represented populations (Kelleher et al., 2007; Maloney, Peppler, Kafai, Resnick, & Rusk, 2008; Tangney, Oldham, Conneely, Barrett,
& Lawlor, 2010; Wilson & Moffat, 2010).

2.2. Dual-modality and Bi-directional programming environments

One active area of research relevant to the current study is design work exploring ways to combine block-based programming
with features of conventional text-based representations of computational ideas. The idea with this approach is to draw on multiple
modalities to support learners making meaning of programming concepts and authoring successful programs (Good & Howland,
2017; Weintrop & Holbert, 2017). This is part of the larger conversation around the long-term role of block-based programming in
education and beyond (Shapiro & Ahrens, 2016; Weintrop, 2019). We divide this body of research into two categories: dual-modality
environments, which combine features of block-based and text-based tools in a single interface, and bi-directional environments that
allow learners to move back-and-forth between block-based and text-based presentations of the program. These environments are
pertinent to this study as they represent alternatives to the notion of block-based programming serving as a predecessor to text-based
programming.

There are a growing number of bi-directional programming environments that are gaining popularity in computer science
education circles. The Droplet editor (Bau, 2015), which is used in Code.org's AppLap and the Pencil Code environment, provides a
button allowing the learner to choose whether they want to work in a block-based interface or text-based interface. Clicking the
transition button begins an animation where the learner can watch their code morph from one modality to the other, reinforcing the
equality of the two presentations of code. The Droplet editor currently supports JavaScript, HTML, and CoffeeScript, with a Python
implementation currently under development (Blanchard, 2017). Further implementations of this approach include BlockPy, a Py-
thon-based tool focusing on data science contexts (Bart, Tibau, Kafura, Shaffer, & Tilevich, 2017), Tiled Grace, an overlay on top of
the Grace programming language supporting block-based interactions (Homer & Noble, 2017), GP, a reimagining of the Scratch
environment designed to be more general purpose (Mönig, Ohshima, & Maloney, 2015), and the work of Matsuzawa, Ohata, Sugiura,
and Sakai (2015) who created a bi-directional Java environment that was one of the first to empirically study this approach and show
its promise. Research is revealing some of the ways that students take advantage of the bi-directionally of these environments, such as
shifting from text to blocks in order to introduce new commands to a program (Weintrop & Holbert, 2017).

Unlike bi-directional environments, the dual-modality approach blends features of block-based and text-based programming into
a single editor. The idea with this strategy is to try and leverage the strengths of both modalities at the same time. This can be seen in
the Frame-based editor build for Greenfoot's Stride language, which is designed to be a keyboard-driven approach to block-based
programming (Kölling, Brown, & Altadmri, 2017). Research on this approach has shown students have similar learning gains as those
in traditional environments, but progress more quickly and have fewer issues related to language syntax (Price, Brown, Lipovac,
Barnes, & Kölling, 2016). Further research looking at novices working in dual-modality environments has revealed that learners take
advantage of aspects of both modalities as they work, making it distinct from working in either a fully blocks-based or fully text-based
environment (Weintrop & Wilensky, 2018). The active development of such environments speaks to the current relevance of the
proposed study, which seeks to understand how block-based environments do and do not support learners in their transition to text-
based languages.

2.3. From block-based to text-based programming

As block-based programming environments have grown in popularity in formal educational settings, a question of increasing
consequence is whether or not the approach is effective at preparing learners for future, text-based programming languages. Early
work on graphical (but not block-based) programming found little evidence of successful transfer in novices when moving to text-
based programming languages meaning novices still struggled with basic programming tasks in the new language despite prior
programming success with graphical tools (Scholtz & Wiedenbeck, 1990; Wiedenbeck, 1993). Similar outcomes have been docu-
mented using contemporary block-based environments, with numerous case studies documenting challenges associated with the
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transition (e.g. Cliburn, 2008; Garlick & Cankaya, 2010; Powers et al., 2007). Kölling, Brown, and Altadmri (2015) document 13
distinct issues related to this transition, ranging from the need to memorize syntax to the shift to typing in commands character-by-
character in place of blocks that treat commands as atomic objects.

At the same time, there are studies showing that gains made in block-based tools do prepare learners for later text-based pro-
gramming. Armoni et al. (2015) conducted a longitudinal study to investigate this topic. Their approach was to look at the per-
formance of students in a high school text-based programming class that was comprised of some students who had taken a Scratch
programming class in middle school and other students with no prior programming experience. The researchers then used the
students’ performance in the high school programming course to assess whether or not the Scratch middle school experience helped
students in this later course. The resulting analysis reported little quantitative difference in their performances on assessments but did
identify some specific content areas where the students with earlier Scratch experience out-performed their peers (e.g. iterating
programming constructs). The authors also found that students with prior Scratch experience reported higher levels of self-efficacy
and motivation to learn to program. Grover, Pea, and Cooper (2015) used a preparation for future learning lens to show that a block-
based curriculum can prepare learners for text-based programming, including results showing learners performing well on conceptual
multiple-choice questions posed in text-based languages after working through a Scratch-based curriculum. Using a version of the
Alice designed to support the transition and using a pedagogical strategy that emphasized this transition, Dann et al. (2012) found
students performed better in future Java courses after completing the transfer-focused curriculum. Continuing scholarship on the
transition is revealing promise in this approach to helping learners make the transition (e.g. Saito, Washizaki, & Fukazawa, 2016;
Tabet, Gedawy, Alshikhabobakr, & Razak, 2016). These studies suggest that block-based tools can help learners in future text-based
contexts, especially as it relates to conceptual knowledge and the ability to author successful programs. However, the lack of a
controlled comparison or quasi-experimental design in this prior work prevents these authors from making strong claims on the role
of modality in supporting this transition independent of curriculum or pedagogy. It is this question, and the associated methodo-
logical gaps, that the present work seeks to address.

3. Materials and methods

3.1. Study design and data collection strategy

This paper seeks to answer the following research question: In high school introductory computer science classes, how does the
modality used for introductory programming instruction (block-based versus text-based) impact learners when they transition to a
professional text-based programming language? To answer it, we conducted a quasi-experimental study during the first 15 weeks of
the school year in two introductory programming classes. The two classes followed the same curriculum but used different versions of
the same programming environments during the first portion of the course. For the first five weeks of the school year, one class used a
block-based version of the environment and the other class used a text-based version of the same environment. Further details about
the environment are presented in the next section. After the five-week introduction, both classes transitioned to the Java pro-
gramming environment. Once in Java, both classes used the same programming environment and again followed the same curri-
culum. The study design had students take a content assessment and attitudinal survey at the outset, after five weeks when the
transition to Java took place and then again at the conclusion of the 15 weeks. The content assessment and attitudinal assessments
were administered on consecutive days during class time and took roughly 20min to complete each. A detailed analysis of com-
parative findings from the first five weeks of the study can be found in (Weintrop & Wilensky, 2017a) and full versions of both
instruments used in this study can be found in the appendices of (Weintrop, 2016).

For the content assessment, students were asked to complete a customized version of the Commutative Assessment designed
specifically for the study (Weintrop & Wilensky, 2015a). The assessment is comprised of 30 multiple-choice questions on the pro-
gramming concepts covered during the introductory portion of the course (including conditional and iterative logic, variables, and
functions). The assessment also included questions related to overall program comprehension and non-programming questions on
algorithms. The defining feature of the Commutative Assessment is that each of the short programs can be presented in either Snap!
Blocks, Pencil Code blocks, or Pencil Code text (Fig. 1a, b, and 1c respectively). The comprehension questions ask students to select
the correct description of the presented program, so rather than figuring out just the output of the program, students must derive the
purpose of the set of instructions. Note, we acknowledge the shortcomings of multiple-choice questions for program comprehension
questions (Simon and Snowdon, 2014) but include them in the analysis as there were a small portion of the overall assessment and
were held constant between groups making them still useful for our comparative questions. Each version of the assessment asked

Fig. 1. The three forms programs may take in the Commutative Assessment., (a) Snap!, (b) Pencil Code Blocks, (c) Pencil Code Text.
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students to answer questions in all three of the programming modalities. The assessment was designed such that during each ad-
ministration of the assessment students answered questions for every topic in all three modalities. Further, three versions of as-
sessment were constructed with different patterns of question-modality pairs and were given at each of the three time intervals. This
resulted in a counterbalanced design where every student answered every question in each of the three modalities over the course of
the 15 weeks, ensuring an even distribution of concept, condition, and modality.

Along with the content assessment, students completed an attitudinal survey at the beginning, middle, and conclusion of the
study. The three versions of the survey administered during the study were largely the same except for changes in tense (past/future)
and additional questions added to the Mid and Post surveys asking students to reflect on their experiences in the class. The survey was
based on items from the Georgia Computes project (Bruckman et al., 2009, pp. 86–90) and the Computing Attitudes Survey which has
been validated and is widely used in computing education research studies (Dorn & Elliott Tew, 2015; Tew, Dorn, & Schneider, 2012).
The survey was comprised of 10-point Likert scale questions as well as short response questions. In the analysis presented in this
paper, we focus on questions associated with confidence and enjoyment and a standalone question related to interested in future
computer science courses.

Finally, as part of this study, we recorded the programs students wrote and the error message they received while compiling their
programs. When programming in Java, before a program can be run it must be compiled using the javac command. If there is an
error in the program, a call to javac will respond with an error, preventing the program from being run. For this study, we recorded
every call to javac made by the participants, capturing the contents of the program and the output of the javac call (including any
errors if present). To accomplish this, we added logic to the console students used to run their programs. To record these events, we
developed a tool that wrapped the students' compilation command with a script that executes the compilation while also recording
the contents of the student's program and the resulting compiler output and sends both to a remote server. This whole process is
invisible to the student. This approach to logging student programs builds on earlier work looking at compilation events as a means to
gain insight into learners' emerging programming practices (Jadud & Henriksen, 2009). The specific implementation used in this
work was informed by the Git Data Collection project (Danielak, 2014).

3.2. Pencil.cc and the introductory curriculum

This research study is built around students learning to program in the same programming environment but using different
modalities – either block-based or text-based. To carry out this study, a modified version of Pencil Code was created called Pencil.cc.
Pencil Code is an online programming environment that allows users to freely move back-and-forth between text-based (Fig. 2a) and
block-based (Fig. 2b) versions of their programs (Bau, Bau, Dawson, & Pickens, 2015). In supporting this bi-directionality, the two
programming modalities are isomorphic, meaning that anything that can be done in one interface can also be done in the other.
Unlike Pencil Code, Pencil.cc prevents learners from moving between the two modalities, instead, learners either use only the block-
based interface or only the text-based interface. Thus, for the duration of the five-week study, students were introduced to pro-
gramming using either a block-based version of Pencil.cc or a text-based version of Pencil.cc. This means students in one class
programmed via the drag-and-drop mechanism supported by the block-based interface while the other class authored programs by
typing in commands character-by-character. Aside from the programming modality, everything else about the two versions of the
programming environment is identical, including the programming language (including keywords and syntax), the visual execution
environment, and the programming capabilities and other environmental scaffolds. For both versions of Pencil.cc, the underlying
programming language used was CoffeeScript. CoffeeScript was chosen as it is syntactically light, has an active professional user base,
and it is sufficiently different from Java so as to keep the transition between environments significant.

The block-based interface of Pencil.cc includes many of the features of block-based programming that research has identified that
learners perceive as being productive for programming (Weintrop & Wilensky, 2015b). This includes a conceptually organized and
browsable palette of blocks (the left-most portion of Fig. 2b), visual cues as to how and where blocks can be used, and the drag-and-
drop compositional mechanism. Students in the text-based condition of the study used a text-editor that includes numerous scaffolds

Fig. 2. The text-based (a) and block-based (b) versions of Pencil.cc used for this study.

D. Weintrop and U. Wilensky Computers & Education 142 (2019) 103646

5



standard to programming authoring tools including syntax highlighting and basic compile-time error checking. The goal in creating
Pencil.cc was to isolate the programming modality to understand if and how the way students are initially introduced to pro-
gramming (i.e. block-based vs. text-based) affects their ability to transition to conventional text-based languages.

The introductory curriculum students followed for the first five weeks was a modified version of the Beauty and Joy of Computing
(Garcia et al., 2015). Additional activities were created to take advantage of features of Pencil.cc that were grounded in the Con-
structionist programming tradition (Harvey, 1997; Papert, 1980). In creating the curriculum, an effort was made to ensure student
were given creative freedom within each assignment. As such, student solutions varied widely within the assignments. The five-week
curriculum covered the following topics: variables, conditional logic, iterative logic, and functions. Each content area included visual
assignments that asked students to control an on-screen turtle (in the spirit of Logo and Scratch activities) as well as text processing
activities with no graphical component. The types of assignments in the curriculum were balanced to not privilege one condition over
the other in the case that one modality was more conducive to a particular type of activity. The curriculum used for the study is
available in Appendix A of (Weintrop, 2016).

3.2.1. Introductory Java materials
After the five-week introduction, students in both conditions transition to Java. All students used the same basic text editor for

their Java programming assignments, which did not include common programming editor features like syntax highlighting or auto-
completion. The teacher felt it was pedagogically valuable to have students work in a basic text editor, which she had successfully
used in this course in prior years. The course followed the Java Concepts: Early Objects textbook (Horstmann, 2012). During the ten
weeks of the Java portion of the study, students encountered basic input/output, variables, data types, objects, and functions. While
there is not complete content overlap between the introductory curriculum and the first ten weeks in Java, there are concepts that
were encountered in both, notably variables and functions.

3.2.2. Setting and participants
This study was carried out in an urban, public school in the American Midwest that serves almost 4,000 students. The school is

racially and socio-economically diverse (44% Hispanic, 33% White, 10% Asian, 9% Black, and 4% multiracial/other; 58.6% of
students are from economically disadvantaged households). The school is a selective enrollment institution, meaning it is designed for
academically well-performing students who must do well on a written test to be admitted. The school district has put measures in
place to ensure the makeup of selective enrollment schools are representative of the urban population from which they draw in that
students are admitted based on their test performance relative to other students at their current school rather than to other students
across the city. The result of this decision is a more diverse (both socioeconomically and geographically) student body than alter-
native approaches for deciding admissions. Working in a selective enrollment school was not ideal for this work and introduces some
limitations but was necessary as few public schools have multiple sections of the same computer science course or a teacher ex-
perienced enough to be willing to teach different classes using variations of the same programming tool. The student population that
participants were drawn from captures a representative set of high-achieving learners.

The quasi-experimental design was carried out in two sections of an existing Introduction to Programming course. In prior years,
the course began teaching Java on day one. For this study, the introduction to Java was delayed until the sixth week of class, with the
first five weeks being spent using Pencil.cc and the custom-designed curriculum discussed above. Each of the two classes had 30
students, each of whom were assigned a laptop to use for the course. The two classes were taught by the same teacher in the same
classroom in back-to-back periods allowing us to control for teacher and environmental effect. The teacher received her under-
graduate degree in technical education and corporate training and was in her eighth year of teaching (third at that school).

The Introduction to Programming class is offered as an elective meaning students choose to enroll in the class. Historically the
class attracts students from a variety of racial backgrounds and usually has more male students enroll than female students. This
study included a total of 60 students with all students in the two classes included in the set of potential participants. The choice of two
classrooms of 30 each was chosen as 30 is often held as the minimum number of participants for statistical analysis which gives us the
ability to analyze conditions independently (Cohen, Manion, & Morrison, 2007). Further, the school only offered 3 sections of the
course, all of which were involved in research studies and including a second school would have introduced new confounds to the
study design and analysis. The self-reported racial breakdown of students in the class was as follows: 41% White, 27% Hispanic, 11%
Asian, 11% Multiracial, and 10% Black. Among participants, a language other than English is spoken in 47% of homes. The classes
were made up of 49 male students (25 in Blocks, 24 in Text) and 11 female students (5 in Blocks, 6 in Text). The two classes included
students from all four high school grades (9 freshmen, 9 sophomores, 16 juniors, and 26 seniors). The gender disparity in these
classrooms is problematic but recruiting students to enroll in the classes used in the study was beyond the control of the researchers.

4. Results

This paper seeks to understand how introductory programming modality (block-based versus text-based) impacts learners when
they move on to learning a professional text-based programming language. For this work, we operationalize “impact” by looking at
three interrelated dimensions of learning to program: conceptual understanding, attitudes towards programming, and programming
practices. In focusing on these three aspects, we seek to understand how the knowledge, dispositions, and practices that developed
using introductory tools carry over to learning to program with a professional text-based language. We use these three aspects as a
means to understand different dimensions of the complex act of learning to program. As such, this section presents three different
ways of understanding how introductory modality impacts the novice learning experience as they move from introductory to
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professional tools.
This section begins with a presentation of the findings of the learners conceptual understanding of programming content through

the analysis of student performance on the Commutative Assessment. Next, we present a systematic analysis of responses to the
attitudinal surveys administered. Finally, we present an analysis of student programming practices based on an analysis of learner's
calls to javac. Throughout this section, we briefly report findings from the previously published first five weeks of the study to serve
as context but focus specifically on results from week 5 onwards. Additionally, given the multidimensional nature of the analysis, we
provide some short discussions of results specific to each analysis here before providing an overarching analysis across the different
data sources in the discussion section that follows.

4.1. Learning outcomes

This section presents an analysis of the Pre, Mid, and Post content assessments scores by condition. Fig. 3 shows student scores at
each of the three administrations.

We begin by presenting previously published results looking at scores on the content assessment administered at the outset of the
school year and the midpoint of the study (Weintrop & Wilensky, 2017a). By condition, the mean scores were 51.7% (SD 14.5%) for
Text and 54.3% (SD 12.2%) for the Blocks condition, a difference not found to be statistically significant: t(57)= 0.78, p= 0.44,
d=0.20 (note: calculations showing participant numbers less than 60 is a result of student absences where no make-up adminis-
tration was possible). This analysis shows there to be no difference between the two classes with respect to prior programming
knowledge at the outset of the study. After working in the introductory environment for 5 weeks, a difference between the two
conditions emerged. Looking at the Mid assessment, students in the Text condition had a mean score of 58.8% (SD 14.6%) and
students in the Blocks condition scored an average of 66.6% (SD 13.4%). A t-test shows this difference to be statistically significant (t
(53)= 2.03, p= 0.04, d=0.58). This means that after 5 weeks, students learning to program in a block-based environment per-
formed significantly better on a content assessment than peers using an isomorphic text-based environment.

After the Mid assessment, students immediately transitioned to Java and spent the next 10 weeks programming in Java before
taking the Commutative Assessment for a third and final time. On the Post content assessment, there is no statistical difference found
between the two conditions (t(57)= 0.014, p= .99), with the Blocks students having an average of 64.9% (SD 13.5%) and students
coming from the Text condition scoring 64.7% (SD 14.0%). If we look at how student performance changed between the Mid and Post
administrations and compare it between the two conditions, we find the difference in gains made by students between the two
conditions to be statistically significant (t(52)= 2.58, p= .01, d=0.70).

This analysis reveals that students in the block-based programming condition achieved greater gains during the five-week in-
troductory period with respect to performance on the Commutative Assessment. After the transition to Java, students in the Blocks
conditions did not improve, while the Text condition saw another incremental improvement. This means that over the course of the
15-week study, all of the students started and ended in the same place on the content assessment, however, the two conditions took
different paths along the way.

One possible explanation is that there was little transfer between environments for students coming from the block-based con-
dition, so their performance plateaued, while students who had spent the previous five weeks working in the text-based introductory
environment experienced some transfer that helped them continue developing their conceptual understanding of programming
concepts as they moved into Java. A second possible explanation of this finding is that there is a ceiling effect for learners and that the
Blocks condition reached that ceiling faster than the Text condition. In other words, learners in the environment that enabled drag-
and-drop composition were able to more quickly understand the concepts at hand, while the Text condition took longer to make sense
of the activity of programming before reaching the ceiling associated with the curriculum students worked through. The finding that
block-based learning environments allow students to learn more quickly has been shown in some small studies in informal en-
vironments (Price & Barnes, 2015, pp. 91–99), so this suggests this may be a larger, more robust phenomenon.

Fig. 3. The mean scores for students in the two conditions on the three administrations (Pre, Mid, and Post) of the Commutative Assessment.
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4.2. Attitudinal findings

Part of understanding and evaluating the impact of working in different modalities during the introductory portion of the course is
investigating how the attitudes and perceptions of programming that formed during their use persisted or changed as students moved
on to Java. As previously mentioned, in this section, we present the results of our analysis of two composite attitudinal measures
(confidence and enjoyment) and a standalone question related to interested in future computer science courses. The decision to focus
on these specific dimensions of attitude is due to their association with a learner's likelihood of pursuing future computer science
learning opportunities, especially as it relates to learners from historically underrepresented population in computing (American
Association of University Women, 1994; Margolis & Fisher, 2003; Tavani & Losh, 2003). Additionally, confidence and enjoyment are
often used in studies investigating the design of programming environments and learning (e.g. Bishop-Clark, Courte, & Howard,
2006; McDowell, Werner, Bullock, & Fernald, 2006; Rodriguez Corral et al., 2019). When analyzing changes in scores over time
within the same set of students (e.g. between the Mid and Post surveys for the Blocks condition), a Wilcoxon Signed Rank test
(reported as Z statistic) is performed. The ordinal nature of the Likert responses and non-parametric nature of the test make this an
appropriate test to use for these paired sample calculations. In cases where the analysis is comparing the two conditions to each other,
a Wilcoxon Rank Sum test (reported as a U statistic) is performed. This test is used because the two samples are independent and the
underlying data is ordinal and non-parametric (Fay & Proschan, 2010). Note, the figures in this section are all presented on the same
y-axis scale but do not all cover the same range, meaning they can be compared relative to each other but the meanings of positions
on the charts differ. It is also important to note that the y-axes of figures presented in this section do not start at zero, this was done to
make quantitative differences more legible.

4.2.1. Confidence in programming ability
The first attitudinal dimension discussed is students' perceived confidence in their programming ability. The composite con-

fidence score is the combination of the two Likert statements: I will be good at programming and I will do well in this course (note:
the tense of the statements changed between administrations). These questions have Cronbach's α scores of 0.82 on the Pre survey,
0.80 on the Mid survey and 0.88 on the Post survey, which meet the 0.8 threshold often cited as the minimum level of acceptability
for research purposes (Streiner, 2003). Fig. 4a shows the aggregated confidence measure at the Pre, Mid and Post points in time.

Looking at the three distinct points at which the survey was administered, we find no significant difference in confidence between
the conditions (Pre: U=353.5, p= .30; Mid: U= 395, p= .78; Post: U=307.5, p= .08). Running Wilcoxon signed ranked tests for
changes within groups between time points, we only find a significant difference in the Blocks condition between the Mid and Post
survey, which shows learners who spent 5 weeks working in the block-based condition to be significantly less confident after
spending 10 weeks programming in Java (Z=46, p= .05). Note that despite there being a numerical difference between the
conditions at the outset of the study, the difference was not statistically significant, nor was the change in confidence between the Pre
and Mid administrations of the survey. Taken together, the data show that, comparatively, the modality did not have a significant
impact on students' confidence. Linking these results with the findings from the previous section on content performance, we see
students in the Text condition showing a slight (though not significant) growth in confidence at the same time their test scores are
improving, while the Blocks students see a decrease in confidence alongside a decrease in scores on the content assessment. The
conclusion to be drawn from this analysis is that modality alone does not seem to affect high school learners’ confidence in their
programming ability.

Looking just at the trajectory for the Blocks conditions, the increase in confidence for students could explain other findings
showing an increased retention for students using these types of graphical tools in their first computer science course (Cliburn, 2008;
Johnsgard & McDonald, 2008), but does potentially call into question the effectiveness of such an approach for preparing students for
future learning of computer science as the gains with respect to confidence do not persist.

4.2.2. Enjoyment of programming
The second attitudinal dimension analyzed from the survey seeks to understand if students enjoyed programming and if so, how it

Fig. 4. Composite scores of students' confidence (a) and enjoyment (b) in programming at three points in the study.
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differed by condition both during their time using the introductory tools and their time in Java. The aggregate enjoyment score is a
composite of responses to the following three questions: Programming is Fun, I like programming, and I am excited about this course.
A Cronbach's Alpha test was run on these three questions and found a sufficient level of correlation (Pre: α=0.79, Mid: α=0.84,
Post: α=0.89).

Looking at the changes from Pre to Mid and Mid to Post, shown in Fig. 4b, there is very little quantitative change with no
statistically significant differences emerging between time periods within the groups or at the same time period across the groups.
This lack of difference leads to the conclusion that modality does not affect perceived enjoyment in high school learners. It is
important to keep in mind that students worked through the same curriculum regardless of modality. In other words, students
working in the block-based interface were given the same assignments as those working in text. This lack of a significant difference
suggests that the increased enjoyment of programming found in other studies using block-based tools (e.g. Wilson & Moffat, 2010)
may have more to do with the curriculum used or the context in which learners programmed than the modality itself.

4.2.3. Interest in future CS
The final attitudinal survey result we presented in this analysis asks about students’ interest in pursuing future computer science

learning opportunities. It asked students to give a response on a 10-point Likert scale to the prompt: I Plan on Taking More Computer
Science Courses after this one. Student responses at all three points in time, grouped by condition are shown in Fig. 5.

Like with the content scores presented in Fig. 3, when looking into students’ interest in future computer science courses, we see
students in the two conditions start and end the study at the same point with a significant difference emerging at the midpoint of the
study. The first five weeks of the study saw participants in the Blocks condition become more interested in computer science courses,
while students in the Text condition became less interested. At the midpoint of the study, the two conditions have significantly
different levels of interest in future computer science coursework (U=264.5, p < .05). After 10 weeks of working in Java, the trend
flips with students coming from the Blocks environment becoming less interested, while students coming from the Text condition
become more interested.

The results of this analysis are particularly interesting as they have potential implications for the strategic timing of the blocks-to-
text transition in formal contexts. If the designers of an introductory computer science course sequence plan to have students use a
block-based environment initially with the goal of transitioning learners to text-based programming at some point, the data shown in
Fig. 5 suggest there are better and worse times to schedule the transition. For example, if the course sequence is set to have the first
course be all in blocks and the second course only use text-based languages (which is a common approach), this data suggests that
there will be a high enrollment rate in the second course, but that students’ interest will wane early on. This pattern matches reports
of educators implementing this approach (Cliburn, 2008). The potential downfall of this approach is that if the text-based in-
troduction happens at the beginning of the course, it is more likely students will transfer out or drop the course. Alternatives to this
approach would be to make the transition within the course so the teacher has built up a rapport with students and employ explicit
bridging techniques (Dann et al., 2012), or to interleave the block-based and text-based instruction throughout the year (Powers
et al., 2007). It is also important to note that there are other reasons to use a blocks-first sequence despite this finding, such as the
greater learning gains (as discussed in section 4.1) or the prioritization of exposure to foundational concepts and easy introduction
over preparation for future learning and transition to text-based programming that is emphasized in this study.

4.3. Programming practices outcomes

The final dimension of our operationalization of impact investigates differences in programming practices between students
coming from block-based tools compared to those coming from a text-based introduction to programming. Unlike the prior two
Findings sections that used surveys and written assessments, this section analyzes the programs learners wrote and how they wrote
them to further identify potential impacts of introductory modality. This section looks at a few different dimensions of the practice of

Fig. 5. The mean responses scores, grouped by condition, for the statement: I plan to take more computer science courses after this one.
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programming that have been investigated elsewhere in the computer science education literature to understand the process learning
to program: compilation and run behaviors (Jadud, 2005; Jadud & Henriksen, 2009; Vihavainen, Luukkainen, & Ihantola, 2014, pp.
21–26), types and frequency of errors (Altadmri & Brown, 2015; Jackson, Cobb, & Carver, 2005; Jadud, 2005), and changes made
between sequential runs (Berland, Martin, Benton, Petrick Smith, & Davis, 2013; Blikstein et al., 2014; Piech, Sahami, Koller, Cooper,
& Blikstein, 2012). In this section, we use the data generated when student try and compile the Java program using the javac
command as a means to understand emerging programming practices.

4.3.1. Differences in how often students attempted to run their programs
Students in the Blocks condition ran the javac command an average of 142.3 times (SD 67.1) over the course of the ten weeks.

Over that same period, students in the Text condition called javac 130.9 (SD 61.1) times, a difference that is not statistically
significant (t(56)= 0.67, p= .50). In other words, there was no significant difference in the number of calls to javac based on the
introductory modality students used. Fig. 6 shows the average number of compilations for each student per day across the three
conditions broken down by week. This chart includes both successful compilations (solid portions of each bar) as well as calls that
resulted in an error (the striped portion of each bar).

While the number of calls per week fluctuates over the course of the ten-weeks due to variations of the in-class activity, across the
study we see little difference between the two conditions. Taken together, this shows students in the two conditions had similar
programming practices in terms of how often they attempted to run their programs, next we look at success rates to see if there are
differences in how error-prone these programs were.

4.3.2. Differences in success rates of compilations
If a student makes a syntactic error in their program, a call to javac returns an error response informing them of the error. Over

the ten-week curriculum, students who used the text-based introductory environment had an average of 70.26 errors (SD 38.2) while
students coming from the block-based introductory condition averaged 75.7 total errors (SD 34.3). As a percentage of the total calls to
javac, students in the Text condition had errors on 53.7% of javac calls, compared to 53.2% of calls for Blocks students, this
difference in error rates is not statistically significant (t(56)= 0.58, p= .57). The striped portions of the columns in Fig. 6 show the
average number of unsuccessful javac calls per week. If we break up this data to look at difference per student, we again see similar
patterns across the two conditions. Table 1 provides an overview of the frequency of failed compilations per student as well as
information about the number of errors per failed javac call broken down by condition.

Here again, we see little difference between the two conditions. This leads us to conclude that the five weeks spent in the text-
based introductory environment did not better prepare learners for later programming in a professional text-based language with
respect to authoring less error-prone programs. At the same time, it did not negatively impact learners’ ability to write correct
programs compared to having prior programming experience be situated in a block-based environment.

Fig. 6. The average number of javac calls per student per day grouped by week. The solid portion of each bar represents successful calls; the striped
portions represent erroneous calls.

Table 1
High-level descriptive patterns of failing compilations and errors over the course of the 10 weeks.

Failed javac calls per student Compilation errors per student Compilation errors per failed javac call

Blocks 75.11 165.78 2.23
Text 69.55 164.26 2.21
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4.3.3. Differences in the types of errors encountered
Just as we can glean information from patterns found in successful and erroneous compilation calls, we can also look at the types

of programming errors the students encountered as another potential venue for differences between block-based and text-based
introductions to emerge. This section reports on the types of errors encountered and their frequency to see if there are systematic
differences based on learners' introductory modality. Unfortunately, the Java compiler often does not (and at times cannot) provide
meaningful error messages to the programmer (or to researchers trying to understand novice programmer behaviors). For instance, a
missing ‘;’ could result in the error message “expected ‘;’ on line 11” or by the rather generic message “not a statement”. To
make the analysis more meaningful, errors were grouped into more broadly defined error types, a detailed breakdown of how these
error types were compiled can be found in (Weintrop, 2016). Fig. 7 shows the ten most frequently encountered errors grouped by
condition. The values in this chart are reported on a per-compilation basis to control for differences in how often students compiled
their programs.

The most common error was: “‘;’ expected”, which is seen when students forget to end a statement with a semicolon, a
syntactic requirement of Java. The second most common error: “cannot find symbol”, occurs when students try and use a variable
before it has been defined. This pattern matches prior research looking at patterns of novice programming errors, as both Jadud
(2005) and Flowers et al. (2004) identified these two mistakes as the most frequently encountered by novice programmers learning
Java. Combined with the previous analysis, these data show that students in the two conditions not only made errors as the same rate
but when they did have syntax errors in their programs, they were the same type of errors. The take away from this analysis is that
introductory modality did not impact the type of errors learners made after transitioning to the Java programming language.

4.3.4. Differences in the amount of code added in between successful compilations
Along with compilation patterns, we are also interested in how one goes about authoring a program. For example, does the learner

write larger chunks of code and then see what happens? Or does the learner make small incremental edits en route to a functioning
program? The idea is to investigate if introductory modality shaped the composition practice as it relates to the practice of authoring
programs. To do this we look at the magnitude of changes made to programs between consecutive runs. To measure the size of the
change, we use the Levenshtein distance between the texts of the two programs (Levenshtein, 1966). Levenshtein distance captures

Fig. 7. The ten most frequently encountered Java errors, grouped by condition.

Table 2
The frequency of successful compilations with a given Levenshtein distance from the last successful compilation of the same program.

Levenshtein Distance

0 1 2 3 4 5–10 11–25 26–100 >100

Blocks 7.00 3.37 5.70 1.33 2.37 4.30 3.52 6.56 3.33
Text 6.16 3.00 5.58 1.23 2.13 3.77 3.48 5.87 2.55
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the minimum number of single-character edits (i.e. insertions, deletions or substitutions) required to change one string into the other.
Table 2 shows the results of this analysis. The columns capture the size of the Levenshtein distance between consecutive successful
programs, while the cells show the average number of occurrences of that distance per student. The lower the number, the less often a
program with that distance from the previous successful compilation was run by a student. For example, the left-most column that
contains numbers shows that, on average, students in the Blocks condition compiled a program that was identical to the last program
they compiled 7.00 times over the course of the 10 weeks, while the Text condition did this 6.16 times.

The students in the Text condition made fewer large changes to their programs and also re-ran their programs without making any
changes less often than the other condition. These numbers tell the same story as the previous sections, namely that there is no
systematic difference in the magnitude of program changes between consecutive runs between the two conditions after the transitions
to Java. Also, it is worth noting, these data also allow us to reject the explanation that the fewer number of total complications in the
Text condition was a result of the students making larger sets of changes between runs.

5. Discussion

The main contribution of this work is the finding that after seeing differences emerge between students working in block-based
and text-based introductory environments, these difference fade after learners transition to a professional text-based environment.
This lack of difference is true across conceptual, attitudinal, and programming practices dimensions. This is a significant finding as
introductory computing curricula and environments designed for novices are becoming increasingly widespread so understanding the
strengths (e.g. intuitive and accessible introduction to the field) and limitations (e.g. lack of immediate transfer of gained knowledge
or practices) of the programming environment being used is important. One potential interpretation of these findings is that if the
goal is to prepare learners to program in conventional text-based programming environments, then block-based tools may not be any
more useful than the text-based introductory languages historically used. However, this interpretation ignores potential pedagogical
and design approach that might facilitate a more successful transition to professional programming languages. We use these im-
plications to shape our discussion section before concluding with some larger discussion points.

5.1. Implications for pedagogy

One of the study design decisions made for this work was to ask the teacher to not differentiate instruction between the two
conditions. The intention was to try and control for pedagogy to be able to attribute differences in outcomes to the modality of the
introductory tool. However, in doing so, there is a lost opportunity that could potentially explain the lack of transfer between the
introductory tools and Java. In the block-based classroom, after the students moved to Java, the block-based environment was not
seen again, nor was it referenced as a means to draw parallels between Java and the introductory tools that had been using for the
first part of the course. In taking this approach, we limited the teacher's ability to use all the educational resources at her disposal. In
post interviews with the teacher, she discussed how this study helped her see the potential of block-based programming in in-
troductory programming courses and she commented on how in the future, she would continue to use the block-based environment,
but interleave it throughout the year. She said in the future, she planned on introducing each new concept with the block-based tool
before moving to Java, drawing direct parallels between the two. This pattern of a block-based introduction followed by a scaffolded
text-based transition would then be repeated over the course of the year. While we do not have the data to report on the outcomes of
this approach, the fact that this is what the teacher in this study decided would be the best course of action for her classrooms, speaks
to the potential role of pedagogy in facilitating the transition between programming tools. Likewise, this also suggests a potential
avenue of future research we hope to pursue.

5.2. Implications for the design of introductory programming environments

Just as pedagogy is one potential way to support learners in their transition from block-based to text-based programming, the
programming environment itself may also facilitate this process. The programming environment used in this study (Pencil.cc) al-
lowed learners to program in blocks or in text but did not allow students to move between the two. Pencil Code, the environment that
Pencil.cc is built upon, was specifically designed to support this bi-directionality, allowing learners to move between block-based and
text-based programming freely. Research looking at students working in these types of dual-modality environments shows how giving
this control to the user can support learners with varying degrees of confidence as well as provide scaffolds to help learners author
successful programs (Matsuzawa et al., 2015; Weintrop & Holbert, 2017). An alternative approach to dual-modality environments
that support both blocks and text are hybrid environments that blend features of block-based and text-based tools into a single
interface. For example, frame-based editors are an attempt to enable block-based-style editing but allowing users to mainly use the
keyboard, rather than using the drag-and-drop interaction of most block-based tools (Kölling et al., 2017). Like with dual-modality
tools, a growing body of research is showing that such environments are a promising approach for helping introduce novices to
programming (Price et al., 2016; Weintrop & Wilensky, 2017c). The work presented in this paper suggests the need for such design
solutions to help facilitate the transition from block-based to text-based tools by showing that gains made in block-based environ-
ments do not result in a head start in text-based tools.
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5.3. Choosing an introductory programming environment

Given the growing interest in computing education, educators and parents are faced with the task of choosing an introductory
programming environment to serve as a learner's first exposure to the world of programming. When choosing a programming en-
vironment (or modality for an environment) to be used in an education context, it is important to consider the question: what is the
goal of this introductory computing experience? If the answer is: to prepare the learner for future computer science instruction, with
the assumption that such a path will require learning to program in professional text-based tools, then the findings in this paper may
cause the educator to reconsider if a block-based tool is the best approach. While the block-based introductory strategy did not
impede learner progress when moving on to a professional language, neither did is facilitate it in a way that differed from an
introductory text-based tool. Thus, if the educator has concerns related to block-based programming (e.g. the logistics of changing
learning environments or learner concerns with the authenticity of block-based tools) or sees pedagogical utility in having learners
type out programs from day one, it might be best to start learners with a text-based language rather than a block-based one.

However, if the goal of the learning experience is less about future computer science coursework and more focused on larger goals
related to computational literacy and preparing learners to be informed citizens in a technological world, then a block-based tool may
be a particularly effective introductory environment. In other words, deciding what the end goal of the introductory computing
learning experience is should inform what modality to use. Likewise, this same logic applies when integrating programming is other
disciplines or contexts. For example, if programming is being included in a science course to help develop mechanistic reason of a
specific scientific phenomenon, then a block-based interface may be appropriate. Alternatively, if the goal is to prepare a student to
conduct scientific research using existing scientific programming libraries written in a text-based language, then a text-based lan-
guage might be preferable. Collectively, this work shows the importance of considering the goals and desired outcomes of in-
troductory computing activities when choosing what programming modality to choose.

5.4. Implications beyond computer science educators and researchers

While the primary audience of this work will be those directly involved in the enterprise of helping young learners have positive
and effective computer science learning experiences, there are potential takeaways for the larger audience of those interested in the
role of computers in education. The main contribution of this work for larger audiences is highlighting the existence of an “expert
blind spot” for those designing educational technologies. The notion of an “expert blind spot” is most often discussed with respect to
teachers whose advanced knowledge of a subject results in them “not seeing” issues learners might have with a given concept (Nathan
& Petrosino, 2003). In the case of this work, the people who are designing and implementing these introductory programming
environments can see the connections between a block-based conditional statement and the textual equivalent so may assume
learners will also see the connection. This research shows that this connection is not as clear to the learner as the designers may have
hoped. The implication of this beyond the design of introductory programming environments is for all designers and researchers of
educational technology to critically evaluate what knowledge might be taken for granted in their designs and highlight the role of
empirical studies to explore potential expert blind spots.

A second, related, point of interest of this work for those outside of the computer science education community stems from the
study design and the explanatory power that it enables. Given our interest in classroom practice and a desire to have results that
speak to both researchers and educators, the study was specifically designed to be useful to both of those audiences. To accomplish
this, care was taken to make the study setting as authentic as possible while also making the modification necessary to enable direct
comparisons between experimental conditions. This meant embedding the study within existing classes and working with an ex-
perienced teacher. While this made the study more challenging to conduct, particularly in terms of finding a setting and getting the
appropriate institutional approvals, the result was a dataset that holds up to the scrutiny of academics and teachers alike. If the goal
of a research project is to shape classroom practice, being in classrooms is an important step towards achieving this goal.

A final contribution of this work is to demonstrate a multifaceted analysis of the potential roles of technology in education. The
results section presented findings related to content learning, attitudinal outcomes, and practices associated with mastery of the
content area. The study was designed to decouple these different dimensions of learning, meaning it was possible to see significant
differences along any dimension independent of the findings of the other two. In doing so, there were multiple opportunities to find
differences in outcomes between the two conditions. While no differences emerged, this study shows one possible way to study
educational outcomes when learning is defined more broadly than just an increase in knowledge.

5.5. Limitations and future work

This study was designed to answer foundational research questions related to if and how introductory programming modality
(block-based or text-based) impacts learners as they transition to professional text-based programming languages. While this study
does provide insight into this question, there are limitations to the results. The first set of limitations of this study are related to the
exceptionalities of the participants. The study took place in a selective enrollment school and in computer science classes where
students had to sign-up to enroll. This means the study was comprised of learners that have historically been successful in formal
educational contexts and showed a proclivity for computer science. Thus, the findings of this do not necessarily apply to all students,
especially those with no interest in computer science. The ratio of male to female students is another limitation of the study as males
were overrepresented. Finally, the teacher who participated in this study is an exceptional and experienced computer science edu-
cator. It is not clear how the results of this study would be different in a classroom led by a less experienced or less confident
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instructor. While none of these limitations undermine the findings, they do limit the generalizability of this study and outline
direction for future work. One clear direction forward would be a replication study at a different school with a different set of
students. There are challenges associated with conducting such a study and recruiting teachers and students for it but it would be an
important step forward for expanding the generalizability of this work.

A second limitation of the study is related to its 15-week duration. The ten weeks of the study was enough time to introduce the
concepts but only a fraction of the year-long course. It is possible that differences between the conditions may emerge later in the
semester or that different modalities impact the learning of some concepts that were not covered in the first 10 weeks of the course.
While the study gave no reason to think this is the case, it is nonetheless possible that it takes longer than 10 weeks for the differences
to emerge. A future iteration of this study lasting a full year could more fully explore this potentiality.

This study also has potential limitations stemming from the specific programming environments, languages, and curricula used.
While Pencil.cc is a reasonable representative environment for both the larger category of block-based and text-based programming
environments, in both cases it lacks some common features. For example, the block-based mode has a relatively constrained voca-
bulary and statement structure relative to tools like Scratch. At the same time, the text editor includes common scaffolds like syntax
highlighting but does not include common features such as autocomplete or embedded code suggestions. Also, the decision to have
CoffeeScript serve as the text-based programming language for the introductory portion of the study is only one of many possible
language alternatives. Like with the participant-related limitations, conducting future work exploring the transition between different
languages and different implementations of the block-based paradigm are open avenues of future work.

A related limitation stems from the transition from an introductory curriculum where students wrote procedural programs to an
object-first Java curriculum. While this is a conceptual shift, we think this transition had a relatively small impact on the findings
presented below for a few reasons. First, while the programs written in the Java portion of the study were object-oriented, intensive
object-based content was rarely encountered. The programs authored focused more on basic input/output, the creation of variables
(often using primitive types), and calling functions. When objects were encountered, the students were often given program templates
to follow that included the code for object instantiation. A second reason to believe the impact was relatively limited is in how
Pencil.cc handles sprites. When a new sprite is created, it is treated as an object. The command to create a new sprite is: s = new
Sprite() and giving instructions to the new sprite uses dot notation (e.g. s.fd 100). As such, students encountered basic object-
oriented concepts and syntax during the introductory portion of the course. Finally, as all students made the same transition, we
expect any impact from the transition to be experienced by both conditions. All that being said, it is possible this shift in paradigms
did have some impact on the results across all students, so is noted as a limitation.

Another limitation relates to methodological choices made on how we operationalized “impact” for this study. In focusing on
conceptual understanding, attitudinal outcomes, and programming practices, we foreground only some of the many facets of learning
to program. Absent from the analysis presented were measures such as program correctness, program quality, or overall ability to
solve real problems through programming. While these measures are desirable, they were not a good fit for the context in which this
work was conducted. First, concerning program correctness, the simplicity of the programs being authored and the level of scaf-
folding provided in the classroom. The teacher encouraged students to help each other and often worked alongside students during
class time, especially those that were struggling. As a result, the final programs submitted for assignments were overwhelming correct
for the assignment, thus making program correctness not a particularly useful measure in this specific context. In place of program
correctness, we use characteristics of the process of authoring the program as a means to gain insight into the learners emerging
understanding of concepts and development of programming skills. This allows us to see how the learner progressed over time rather
than relying on the summative program. Evaluating program quality is difficult for similar reasons, stemming from the simplicity of
the assignments and the complex and messy nature of classroom research. In terms of trying to evaluate learners’ abilities to solve
real-world problems using programming, which is the ultimate goal of the class, after 10 weeks of learning Java in this course, the
assignments students were being given were not at this level of sophistication. By the end of the study, students were still authoring
relatively simple programs focused on introducing and applying basic concepts, rather than employing concepts to solve real-world
problems. Later in the school year, programs shift to more applied and authentic challenges, but that happened well after the early
work that was the focus of the first 10 weeks.

Along with this list of limitations, there are also other potential directions for future work that we hope to pursue. One possibility
that was considered but not followed for this study is to investigate how modality differentially affects different types of students. For
example, do students who are struggling with programming or are initially less interested in the discipline see more, less, or different
benefits from one programming modality compared to another? Another direction of future work is taking a similar modality-centric
approach to concepts beyond programming and computer science. As argued by Wilensky & Papert (2010), there is great promise and
much work to be done in reimagining the representational infrastructure of a domain and the potential role of computationally
mediated representational systems. As new fields become increasingly computational, new tools, interfaces, and modalities are being
invented to support new computational endeavors. Research projects similar to this work could fit well amongst the various activities
that accompany the formation of new technologically enhanced tools and practices and the larger emergence of new computational
fields.

6. Conclusions

While block-based languages have exploded in popularity, relatively little research has been done to show that students learning
in these environments are effectively transitioning emerging understandings and practices to more traditional text-based languages
like Java (Blikstein, 2018). The goal of this work is to explore this transition in a high school classroom setting to understand if and
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how modality facilitates this transition. Versions of this question have been answered in various ways in the literature (Armoni et al.,
2015; Lewis, 2010; Price & Barnes, 2015; Saito et al., 2016; Weintrop, 2016), but never in a quasi-experimental setting where factors
including teacher, curriculum, and time-on-task were controlled for and learners were from the same student body. The results of this
high school classroom study show that students had greater learning gains in block-based environments compared to isomorphic text-
based alternatives, but that these gains did not result in a difference in follow-on text-based instruction with respect to conceptual
learning, attitudinal shifts, or successful programming practices.

By showing that conceptual gains made in block-based introductory tools do not automatically transfer to a professional text-
based language, we shed a spotlight on the need for educators and tools designers to help facilitate this transition. Further, in
identifying how modality shapes learners’ attitudes towards the field of computer science, and how it changes as they shift pro-
gramming languages, we can help support educators to make informed decisions about how best to welcome learners into the world
of computing. As the role of computing and technology continue to grow in society, preparing young people to be informed parti-
cipants in this technological landscape is important. Identifying the strengths and drawbacks of introductory programming tools that
play a role in laying this foundational computational literacy is an important component of that process. The goal of this work is to
move us closer to understanding how best to prepare all learners for the computational future that await them.
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